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Background

In November 2012 Microsoft released a completely new version of their Application Virtualization
product, Microsoft App-V. This new version was, for the most part, a complete rewrite of the
virtualization stack. This new version behaves quite differently, and we are still learning the
differences. One striking, but unexpected, difference is how layering is performed when more
than one package is grouped together.

| authored a white paper “App-V DSC and Transparency Revealed”! in June of 2010. This research
paper examined how layering was performed in App-V 4.6 using Dynamic Suite Composition
(DSC). That deep look into the details of how the layering was implemented was incredibly
valuable to troubleshooting large packages being grouped together with DSC.

While Microsoft has not documented the new behavior of DSC’s replacement, Connection
Groups, it turns out it is implemented differently when you examine the details. That 4.6 white
paper is now not only obsolete, but misleading if you assume the details work similarly in App-V
5. Additionally, the way deletion works in packages has never been properly documented (by
Microsoft or myself), so it is high time that | did so.

How important is this? Not at all. Well, most of the time. | was working with the product for over
a year before | noticed the differences! But if you try to bring together two large packages that
share a number of registry keys and file folders, you may run into an issue that you will not
understand if you do not have a solid base of knowledge on how the product actually works.

So here is a replacement to that white paper.

1 Available online at http://www.tmurgent.com/WhitePapers/AppV DSC Transparency.pdf
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1 Folder and Registry Key Pellucidity in a Package

Ultimately, a folder and a registry key are both just containers with some attributes. Folders are
containers that hold files and subfolders. Registry Keys are containers that hold registry items and
sub-keys. Attributes are usually things like permissions, but they can be much more. For
example, a junction point is a folder with a special attribute that says “look over here”?.

When dealing with virtual applications, we have the additional concept of overlaying one
container inside of a virtual application package over another located on the base operating
system. An important ability of a virtual package is to be able to control what the virtual
application can or cannot see. Often, we want the package to be able to see its own contents
transparently overlaid on top of whatever is present on the client system. But sometimes we
want to hide what might be on the client system, as in an opaque layer. A common example of
the latter is when we package an application that might have an older version natively installed on
the client system3. To make this happen, the virtual folders and keys have an added attribute that
| refer to as the Pellucidity of the virtual folder or key.

For the most part, the sequencer “does the right thing” in deciding when to make things
transparent and when to make them opaque, and setting the Pellucidity correctly for us. Inside
the sequencer, Microsoft exposes this attribute as two mutually exclusive properties called
“Merge with local” and “Override local” that allow us to override the default behavior.

e When the overlay container is marked “Merge with Local”, the pellucidity of the overlay
container is transparent, allowing the application to see additional sub-items that are not
part of the overlay container.

e With “Override Local”, the pellucidity of the overlay container is opaque, hiding the items
in the underlying container.

Individual files, or registry items, do not have a pellucidity setting because they are not containers.

An example of this is in the illustration below. The Subfolderl and Subfolder2 objects are
containers that exist both inside the package and on the native OS. Inside the package,
SubFolderl is marked “Merge with Local”, while SubFolder2 is marked “Override Local”. These
could represent not only a file folder, but also a Registry key.

2 OK. Junction points are way cooler than that, but we don’t need to get into that here.
3 Microsoft is quick to point out that they do not support this scenario, but they use this as a selling point and most of
the time it works anyway.
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When brought together on the client, the virtual application would see a virtualized file or registry
system that looks like this view:

Layered View
CommonFolder

— SubFolderl (MERGE)

1'5: Mamela: Valueyla

_m‘ 1 l:bfn Mamelb: ValueRbl

SubFolder2 (OVERRIDE)

1‘;;:@ Namela: ValueVia

To make the right choice (most all of the time), the sequencer follows a set of very simple rules
when capturing during monitoring mode:

1. Ignore anything that is under the configurable exclusion containers.
2. lgnore anything that was done by a pre-existing process.
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3. Only put containers in the package that have activity during monitoring (adding, removing,
or modifying) somewhere underneath the container, either directly or many levels down.
4. If the container existed before monitoring began, mark the container “Merge with Local”
(transparent pellucidity), otherwise mark it “Override Local” (opaque pellucidity).
This behavior allows (for example) the application to add additional dlls to the System32 folder.
Because the System32 folder pre-existed on the OS prior to sequencing, it is marked transparent,
allowing the application to see the packaged dlls plus any native dlls under that folder. The only
native thing blocked from view of the application would be identically named dlls, which allows
the package to not only add dlls but to “replace them”.

Meanwhile, a folder like C:\Program Files\VendorApp” would normally be created by the installer
for the application during sequencing, and thus marked is marked “Override Local” by default.
This is how App-V prevents the packaged version of an app from seeing the older (or possibly
newer) native version of the same app that is natively installed.

These settings can be seen in the Sequence Editor of the App-V Sequencer. Folders and Key
containers have a different look depending on their pellucidity setting®, and you can change the
default behavior by right-clicking on the container.

41n my view, the icons used to show this are inconsistent (backwards) between those used in the virtual registry and
those used in the virtual file system. When in doubt, | always right-click the object to confirm which setting is active.
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2 Deletion Markers in a Package

A package folder, key, individual file, or individual registry item may also have a special attribute
that is indicates that the item is marked as deleted.

This occurs when the item exists before monitoring mode begins and is removed during
monitoring. The idea is that this is a signal to the client to hide the application from seeing this
item if it exists in a lower layer.

When an item in a package has a deletion marker, you simply do not see the item in the sequence
editor, it unfortunately does not show any indication of the deletion marker. Using a tool such as
GridMetric’s Application Virtualization Explorer, we can see the item and marker, which is helpful
in troubleshooting issues that might arise.
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3 Pellucidity in App-V 4.6 DSC

When we start dealing with Connection Groups, we now have to think in terms of more than two
layers, and the possibility of the Pellucidity being different on the different layers.

In App-V 4.6, In terms of what the application would see, this situation was a fairly straight-
forward extension of the Package layered over Client case. The setting on any given layer affects
what can be seen that is “below it” (in the sense of the cover art for this white paper).

The real purpose of the old white paper was to examine what happens when the virtual
application changes one of the items inside the container (files or registry items). In App-V 4.6
this was a complex equation because the modified entity had to be stored in the PKG file
associated with one of the packages (base package or plug-in package). The results, when | tested
this were non-obvious. Even worse, the results were completely different depending on if you
were testing the registry or the file system.

You can still read that white paper if you need to see the details.
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4 Pellucidity in App-V 5

In App-V 5, Microsoft replaced DSC with a similar concept called “Connection Groups”. As a
simplification, we can think of Connection Groups as being manageable DSC connections.

Importantly, Connection Groups are a defined object, one that is assignable and understood as an
object at the client. The Microsoft implementation of Connection Groups significantly also solved
the problems pointed out by the original paper in handling changes made by a virtual application.
Ultimately, when virtual applications run inside a Connection Group, any changes made are
associated with the Connection Group object and not individual packages.

This change, along with no documented changes by Microsoft in how the layering worked in App-
V 5, led me to believe that the Application view inside a connection group would be a similar
extension to the single package situation.

Until | finally got around to testing it. It turns out it is different. And maybe has a bug.

Before | get into the tests and results, let me emphasis that most of the time, it probably doesn’t
matter. Except, of course, for when it does.
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5 Pellucidity Test Setup

Rather than deal with real applications, containing unknown source code and doing who knows
what, | devised a test setup that did not rely on application software. Only OS components, such
as the windows explorer, the “type” command, and registry editor are used.

| created a set of eight packages. Four packages contained folders and files, and four others
contained registry keys and items.

Within either group of four, two are designated as “base packages” and two are designated as
“plug-in” packages.

Within any group of two, one has the container marked as “Merge with Local” and the other
“Override Local”.

Eight Connection Groups are then created, four for the folder/file packages and four for the
registry key/item packages. Each connection group would have a unique combination that
contains both a base and plug-in package, forming pairs of “Merge/Merge”, “Merge/Override”,
“Override/Merge”, and “Override/Override”.

The base and plug-in packages use the same named container (folder or registry key), but have
different sets of sub-items (files or registry items) under the container. The test client also has the
same named container present on the base OS, and a different combination of sub-items present
under the container. This allows us to develop a complete view of all of the possible
combinations>.

The file based packages were created by creating a folder (named “Folder”) at the root of the C:
drive. The PVAD for each package was a differently named folder. Inside the folder were placed a
subset of files named from “A.txt” to “G.txt”. The contents of each text file uniquely identify the
file and package.

The registry based packages were created by creating a key (named “TestKey”) under
HKLM\Software. Under the key were placed a subset of string items named from “A” to “G”. The
contents of each reg string uniquely identify the file and package.

The contents of the packages are shown in the following images that follow.

5 Except for “deletion objects” that can exist in packages. That will be a test covered later in this paper.
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5.1 File based Test Setup

Here is a look at the file system of the base package with Folder set to Override Local. The
package was created by creating the folder in monitoring mode, and then adding the four files.

EBasePackage_(r\remde - Microsoft Application Virtualization Sequencer

Y ]
Fie Wiew Tools Help
Properiies | Deployment | Change Histary | Vitual Registry  Package Fles I‘uﬁrlual Senvices | Advanced | Shortcuts and FTAs |
Fram | To
- [} Padkage
=17J Root
- ves
-/ App¥PackageDrive [{AppVPackagelrive}]
-1 Folder [{appVPackageDrive}] Folder
] Akt [{AppVPackagelrive}] \Folder\A. Lt
) — ve] Folder B. et
] Bt [{AppVPackageDrive}] \Folder\E. txt
] Ftxt [{AppVPackageDrivel] Falder\F . bt
|~ Saripts [{AppVPackageReoot}] \.. Salpts
1| |+
Here is the base package with the Folder set to Merge with Local. Notice that the coloring of the
folder named Folder is different with the different Pellucidity setting.
[ BasePackage_Merge - Microsoft Application Virtualization Seques R E =101 x]
File Wiew Tools Helo
Propesties | Deployment | Change History | Vitual Fegisry  Package Fie3 | Vidual Services | Advanced | Shertcuts and FTAs
From I To
=I_J Package
- Roat
- vFs
=) AppVPackageDrive [{AppVPackageDrive}]
- | Falder [{apnvPackaneDrive}] Folder
U] Actet [{App¥PackageDrive}] Folder\A, bt
] Bt [{AppVPackageDrive}] Folder B, bt
(1] E.txt [{AppvPackageDrive}] Folder |E. txt
1] Fubet [{ApovPackageDrive}] Folder \F. bt
f Y \Saripts
4| | 2]

That package can be created in one of two ways:
e Pre-create Folder before monitoring. Then just add the files while in monitoring mode.

e Create the folder and files while monitoring. Continue to the sequence editor, right click
on Folder, and select “Merge with Local”
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Now here is the Plugln package with Folder marked Override Local. Following normal processes
for building Pluglns this wouldn’t normally occur in a Plug-In package, but if you combine two
packages into a Connection Group that you didn’t originally plan to group, this could happen.

Eﬂuglnl_ Owverride - Microsoft Application Virtualization Sequencer ;|g|5|
Fie View Tools Help
Properiies | Deploymet | Change History | Vitual Registry Package Files |‘.ﬁrlual Senvices | Advanced | Shoricuts and FTAs
From | To
- [/ Package
B '-Lr:u Root
- vFs
-1 App¥PackageDrive [{AppVPackagelrive}]
-1 Folder [{AppVPackageDrive}] \Folder
] Akt [{AppVPackageDrive}] FolderiA. bt
] cubxt [fAppVPackagelrive}] \Folder\C. bk
] Bt [{AppyPackageDrive}] Folder|E.tet
[]] G.txt [{AppWPackageDrivel}] Folder'G. et
[ Saipts [{AppVPackageRoot}]\.. \Saipts
1] |
And here is the Plug-In package with Folder marked Merge with Local.
B PlugIni_merge - Microsoft Application Virtualization Sequencer =10/ x|

Fie WView Tools Help '

Properties | Deployment | Change History | Vitual Registry Package Files | Vifual Services | Advanced | Shortcuts and FTAs |

Fram | T
- | Package
=/ Roat
- vFs
- || AppVPackageDrive [{AppVPackagelrive}]
L] Akt [{AppWPackageDrive}] FolderA. et
J] .t [{AppVPackagelrive}] Folder\C. bk
] Eitnt [{AppVPackageDrive}] Folder |E.txt
[]] G.kxt [{AppWPackageDrive}] Folder'G. bt
) Scripts [{AppVPackageRoot}] \.. \Soripts

[Type here] Copyright © 2013, TMurgent Technologies [Type here]



And then on the Client, the following files exist natively on the system.

[o] &
mvl L. v Computer » O5Disk (C:) » Folder - | +4 || search Felder P|
Organize = Include in library * Share with = Mew folder =~ O @
= -~
=] Pictures = Name Date modified Type Size
Videos
E =r: 11/6/2013 4:22 PM Ted Document 1 KB
B 11/6/2013 4:22 PM Text Document 1 KB
= Computer - .
. =g 11/6/2013 4:22 PM  Ted Document 1 KR
& osDisk(C) = prp— ;
| =D 11/6/20134:253 PM Text Docurnent 1 KB
% Metwork

5.2 Registry Based Test Setup

Here is a look at the file system of the base package with Folder set to Override Local. The
package was created by creating the folder in monitoring mode, and then adding the four files.

Bas-EPackaqe_(Nerride - Microsoft Application Virtualization Sequencer e = ID]EI
File Wiew Tools Help

Properties | Deployment | Change Hutunrl Vitual Registry Package Files I‘.ﬁrlual Samc:esl Advanced | Shortcuts and FTAs ]

From | To
- Package
=1 Root
- ves
-1 AppVPackageDrive [{AppVPackagelrive}]
=I[] Folder [{AppVPackageDrive}] \Folder
L] Aot [{appvPackaneDrive}] \Folder\A. txt
il [{AppVPackageDrive}] Folder B.bxt
] Bt [{AppVPackageDrive}] \Folder\E. bt
(1] Fikxt [{AppVPackageDrive}] \Folder\F. bt
|2 Scripts [{AppVPackageRoot}]\.. \Scripts
4 |+
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Here is the base package with the Folder set to Merge with Local. Notice that the coloring of the
folder named Folder is different with the different Pellucidity setting.

[l BasePackage_ Merge - Wicrosoft Applicatioa Virfuaizati T i o [=1 £
File “iew Toos Helo
Prepetties | Deployment | Change Histeey | Virtual Registry Package Filed | Vitual Services | Advanced | Shedeuts and FTAs
From I To
=|CJ Package
-] Roat
-1 wFs
=17 AppvPackageDrive [{AppVPackageDrive}]
= [ Falder [{ApovPackageDrive}] Folder
] Atk [{ApoVPadkageDrive}] Folder\A, bt
) Bt [{apovPackageDrive}] Folder B, bt
(] E.txt [{AppVPackageDrive}] Folder|E. txt
) Fobt [{App¥PackageDrive}] Folder |F. bt
1| | 2]

That package can be created in one of two ways:

e Pre-create Folder before monitoring. Then just add the files while in monitoring mode.
e Create the folder and files while monitoring. Continue to the sequence editor, right click
on Folder, and select “Merge with Local”

Now here is the Plugin package with Folder marked Override Local. Following normal processes
for building Pluglins this wouldn’t normally occur in a Plug-In package, but if you combine two
packages into a Connection Group that you didn’t originally plan to group, this could happen.

B Plugini_override - Microsoft Application Virtualization Sequencer _ -|0) x|

Fiie View Tools Halp

Properties | Deployment | Change History | Vitual Registry Package Files | Vifual Services | Advanced | Shortcuts and FTAs |
From | To
- |/ Padkage
=1 Root
=i ves
-1 App¥PackageDrive [{AppVPackagelrive}]
=107 Folder [{AppWPackageDrive}] \Folder
] Akt [{AppVPackageDrive}] FolderiA. bt
] cubxt [fAppVPackagelrive}] \Folder\C. bk
] Bt [{AppyPackageDrive}] Folder|E.tet
] Gt [{AppWPackageDrivel}] Folder'G. et
[ Saipts [{AppVPackageRoot}]\.. \Saipts
1] | ¢
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And here is the Plug-In package with Folder marked Merge with Local.

Eﬁnqln‘t Merge - Microsoft Application Virtualization Sequencer
File View Tools Halp

Propettes | Deployment | Change Hiatory | Vitual Regtyy Package Fies | Vitual Semvices | Advanced | Shortcuts and FTAs

Fram | To
- |l Package
=10 Root
- vrs
- | AppVPackageDrive [{AppVPackagelrive}]
(] Akt [{AppvPackaneDrivel] Folder|A. et
J] .t [{AppVPackagelrive}] Folder\C. bk
] Bt [{AppVPackageDrive}]\Folder'E. txt
[]] G.kxt [{AppVPackageDrive}] Folder'G. bt
T Soripts [{AppVPackageRoot}] \.. \Soripts

And then on the Client, the native registry on the system looks like this:

2 Registry Editor =5 o8 ===

File Edit WView Favorites Help
18 Computer + || Name Type Data

> ). HKEY_CLASSES ROOT ab| (Default) REG_SZ {value not sef)
' HEEY_CURREMT_USER 3}].& REG 57 Client &

4% HKEY_LOCAL_MACHINE ab)g REG_SZ Client B

- |y BCDODOO000
- ab -
|, HARDWARE '“']C REG_SZ Client C

L sam ab|p REG_SZ Client D
= Jy SECURITY
4. ), SOFTWARE
i p- . ATl Technologies
—y CBSTEST
sy Classes
b} Clients
b Itel
|/ Microsoft
-1 MezilizPlugins
i~y ODBC
b)) Policies
— | RegisteredApplication
Iy Fonig
f )L TestKey
H -4y TMurgent &
4 n | ¢ 1| nr '

B

m

Computer\HKEY_LOCAL_MACHINE\SOFTWARE\Testkey
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At this client, the Connection Groups are created to show the Application would see inside the

virtual environment when it looks at Folder or Key. | used AppV_Manage locally on the client to
create the connection groups and enable them one by one. Below is a screen shot of a typical
connection group:

|

EX w |
[ RegMm 10 |
| PaimDotMstandpiuging w |
| RegMo 10 |
[ 0o 1] |
[ Reg00 = |
[ mnt 10 |
MO 10
Property Dietails

Q MNama MO

g Groupld 711 b0f5-3148-3847-bed3-58079847Th¢

3| Versionid 037806a7-2a24-564¢-3743-LbeTi2654az4

E Percentlasded 100% [Lasding]

E IzEnabl=dGlobally True

#| TsEmabledTolser Fake

§ Brioriny i)
Tnllse Fake
Fachages [9] Plugin_Merge fc3€7aa1-¢fb3-44d0-898f-30464dcc02] 03612014088 4cb5-bEae-78207d58 104

[1] BasePackage Cverride aT094241-a868-4120-5659.372c42d Ldbe e2055602-3060-4a80-98a5- 241356436462
Rescing Compitn | Reren |
[m] [*l Enable Globally | [“] [ml Disable To Me | ~ Repair
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The screen shot below is from a test with a connection group consisting of the override version of
the base and plugin packages. Notice that the virtual process monitor in the AppV_Manage tool
shows the connection group name in place of the Package name; this is very helpful in ensuring
which environment a virtual application is running in.

r

-

* AppV_Manage

| el Administrator: C:\windows\system32\cmd.exe [ |-= @]
Pubhshmgi Client Packages | C -

Dirvectory of C:wFolder
Salect A Virbual Application Package:
Salect A Virtual Application Packag /86 /2013
117862813

Mam
* 11./86./2013
BasePackage_Override

X000 PaintDothet_Va. 10_AddCapabilites

¥ _SequentizlRead 11

MO0 PaintMNet W3 10_AddCapabilitie:

X0 WinRar V3_WTxE5

Phuginl_Merge

2pe

HOCARED

onalizatan V12
BazzPackage_Mergs

Pluglnl_Cheerrida

ArTamtd

The system cannot Find the file specified.

C:%Folder>

Currently Virtualized Application Processes (updated every 10 seconds, with right-click manu to kil process):
Name PID SessionlD User MainWindow Title Package a1} WorkingSet

amd 2488 2 ThUAdmin Administrater. Chwindows'sy 00 Q00009 S459943

Salect Debug Action

Cmd Prompt | | Explorer | | Regedit (32 bit) Services | Procmon | | UserFiles | | UserRegs

The test results are summarized in the next chapter. Some of the results, such as the one shown
above, are different than would have been seen in an identical test against App-V 4.6. In addition,
the file system and registry tests are different in only one case (potentially a bug in the virtual
registry implementation at the client).
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6 Pellucidity Test Result Summaries
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Base Merge, Plug-In Override

Application View

Registry
Container

Folder
Container

r
E
TaEEEE BEYTSE S [ e I TS TRl I
S - Item Item : | : | Item Item : |
:;'; Container G40 e ! | :
@ - h
=

Client
Container

Both Override Local

Application View

Registry
Container

Folder

Container

—————— | i i
% Plug-In =iy : ! : ! : |
§ Container Ap IL ] IL ] IL ]

Override Local
g
m
g
-
gm
2
e F
E)
|
;' |
1 |
\
) |
1 |
’ |
_j__l
|
|
\
|
|
|
o
gz
- F
<3
S|
|
|
\
|
|
|

Client
Container

Note: Items with black text are different results than for App-V 4.6
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7 Pellucidity® Summary

Usually, a package with an add-on package or plug-in constructed properly would only cause the
following situations:

e Both Merge: A,C,D,E, and G
e Base Override, Plug-in Merge: A,C,D,E,and G

Except for the virtual registry in the mixed case and item D, these “expected” situation results are
consistent with App-V 4.6 behavior.

Additionally, if two packages are independently sequenced without regard to connection groups
and then brought into a group, the likely additional possible situations would be:

e Both Override: all cases

While some of the test results may be unexpected, other than the potential virtual registry client
bug they should not cause problems for most connection groups.

6 OK. Did you look up that word yet? | realized that | needed a better term than | used in the past
for the concept of how transparent or opaque a container was. So I’'m going with Pellucidity
because there is no chance that the reader will confuse the word to mean one setting or the
other.
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8 Deletion Marker Tests

To test deletion markers, a similar approach was taken in creating a base and a plugin packages.

By combining both file and registry into a single package, | cut the number of packages in half. As |
will explain in a moment, | did need to add an additional package, and ended up with eight
connection groups.

In the first four packages, prior to running the sequencer the folder and registry containers were
created, and appropriate file and registry items added (only those that needed deletion markers).
During monitoring mode on those packages, the all items in each container were deleted (without
deleting the container), and then any additional items added.

For the fifth package, prior to running the sequencer the folder and registry containers were
created and left empty. During monitoring mode on this package the containers were deleted.
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9 Deletion Marker Test Results
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Base Merge, Plug-in Delete Container
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Base Delete Container, Plug-In Merge
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10 Deletion Marker Summary

Usually, a package with an add-on package or plug-in constructed properly would only cause the
following situations:

e Both Merge: all
e Base Override, Plug-in Merge: all

Additionally, if two packages are independently sequenced without regard to connection groups
and then brought into a group, all of the container deletion scenarios are possible.

The dramatic differences in behavior of the virtual registry and virtual file systems of the client are
very apparent in these deletion tests. The virtual registry implementation comes the closest to
what | expected prior to testing, which looks to be the same as in 4.6.

It would seem that the virtual file system implementation for deletions is ripe to potentially cause
connection group issues. When they occur it is something you should consider as part of your
troubleshooting.
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11 Final Summary

So the bottom line summary is as follows:

e Use connection groups when it makes sense.

e Understand how the system works and be aware of what can happen.

e Be careful when creating secondary packages for a connection group.

e Ifyou have a problem, check what the application is seeing and verify any deletion
markers and the pellucidity settings in the packages.

e If quick solutions do not become available, you can always package the items together in a
single package.
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